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Question 1: Inheritance [40 points]

This question asks you to develop an object system with prototype-based inheritance. You can (but don't have to) describe the solution you used in your project. This question also asks you to go beyond what you were required to implement in the project.

Part 1: Client code [9 points]

You may find it easier to first answer Part 2, where you implement the object system. In this part, you will use the system.

Write a code fragment in your 164 language that creates a prototype named Foo that contains fields x and y. Make the default values of x and y be 0.

Write a code fragment that creates a prototype Bar that is a "subclass" of Foo and contains a field z. Make the default value of z be 1.

Write a code fragment that creates an instance of Foo and an instance of Bar.

Add an instance method f(a) to Foo that returns the sum of x, y, and a.

Call the method f on your instance of Bar with the argument 42.
Part 2: Implementation [9 points]

Show the implementation, in your 164 language, of the constructs you used in Part 1 (object constructor, method call, field access, etc). You may deviate from your project but your implementation must be consistent with Part 1.

Give the code that is used to construct an object.

Give the code that constructs a prototype object.

Write how you implement method calls. If sugar is involved, show the desugaring rule.

Part 3: Adding super [13 points]

Design and implement the ability to call a method in a superclass. You must be able to call methods of the superclass both from the constructor and from an instance method. You may not modify the interpreter. It may be easier for you to start with Part 4, where you use the super calls. In this part, you are asked to implement the super calls.
Part 4: Calling super [9 points]

Add to prototype Bar a method f(a) that adds the value of the field z to the value of the call to the same method in the superclass of Bar. The method f(a) must be written in your 164 language. Here is this method in Java:

```java
class Bar extends Foo {
    ...
    int f(int a) {
        return super.f(a) + this.z;
    }
    ...
}
```

Add a constructor to Bar that calls the constructor of its superclass and then initializes z to the sum of x and y. In Java, this would look like:

```java
class Bar extends Foo {
    ...
    Bar() {
        super();
        this.z = this.x + this.y;
    }
    ...
}
```
Question 2: Iterators and Lists [40 points]

In this question, you will build on your implementation of lists from Project 3. You will add the ability to concatenate lists.

Part 1 [6 points]

Consider the following program in the 164 language.

```
def range(min,max) {
    min = min - 1
    lambda() { if (min < max) { min = min + 1 } else { null } }
}
def v1 = [2*n for n in range(4,7)] // this is a list comprehension
def v2 = [n/2 for n in v1]
```

What is the 164 type of the value of the expression `range(4,7)`? ________________
What is the 164 type of the value of the expression `v2`? ________________

Part 2 [17 points]

Implement function `concat1(x,y)` that concatenates `x` and `y`. The arguments `x` and `y` could be either lists or iterators. The result of `concat1(x,y)` must be a list. If `x` and `y` are lists, these lists cannot be modified by `concat1`; instead, the result is a new list. Assume that `append(lst,elmnt)`, `for i in e { S }`, list comprehensions and coroutines are available to you. You may not modify the interpreter. Example:

```
def lst = concat1(v1,range(0,1))  # lst has value [8, 10, 12, 14, 0, 1]
print lst[2]                       # outputs 12
```

Your code for `concat1`:
Part 3 [17 points]

Implement function `concat2` that concatenates its arguments but avoids creating an explicit list. The arguments `x` and `y` could be either lists or iterators. Assume that `append`, `for`, list comprehensions and coroutines are available. More readable and concise solutions will score higher. You may not modify the interpreter. In the following example, `concat2` does not copy the 100,000+ list elements.

```
for i in concat2(range(3,100000), lst) {
    # lst is defined in part 2
    print i
    if (i>5) { null }  # return from the function and hence end the loop
}
```

Part 4 [10 extra credit points] *This is a bonus question. Solve it only if you are done with the exam.*

Consider the following code.

```
def lst2 = concat2(v1,v2)
def x = lst2[1]
```

Because the loop in Part 3 iterates over the value returned by `concat2`, one can think of `lst2` as a list. Yet the evaluation of `lst2[1]` fails. Why?

Outline a language extension that would make `lst2[1]` evaluate to the second element of the concatenation of `v1` and `v2` without modifying the interpreter:
Question 3: Static Typing [20 points]

Consider the following Java program, which outputs "A A B". The first "A" indicates that, according to Java semantics, the methods \texttt{B::f} and \texttt{C::f} do not override the method \texttt{A::f}. Instead, they are considered to be unrelated methods (as if they were not even named \texttt{f}).

These methods are considered not to override \texttt{A::f} because the types of their parameters differ from that of \texttt{A::f}. As a result, an instance of class \texttt{B} has two methods: \texttt{f(A x)} and \texttt{f(B x)}. The former is inherited from class \texttt{A}.

This question asks why Java's designers decided that \texttt{B::f} and \texttt{C::f} do not override \texttt{A::f}.

```java
class A {
    int a;
    void f(A x) {
        System.out.println("A");
    }
}

class B extends A {
    int b;
    void f(B x) {
        System.out.println("B");
        x.b = 100;
    }
}

class C extends A {
    A c;
    void f(C x) {
        System.out.println("C");
    }
}

class Main {
    public static void main(String[] args) {
        A aa = new B();
        aa.f(new B()); // in Java, this prints "A"
        B bb = new B();
        bb.f(new A()); // in Java, this prints "A"
        bb.f(new B()); // in Java, this prints "B"
        // <your code for question 2 goes here>
    }
}
```
Part 1 [6 points]

Suppose we define the semantics such that that $B::f$ and $C::f$ do override $A::f$. That is, given $x.f(y)$, the method $f$ to call is determined by the dynamic type of $x$. For example, if the dynamic type of $x$ is $B$, then $B::f$ is invoked.

What would the output of the above program be under these semantics?

Part 2 [14 points]

Consider again the modified semantics given in Part 1. Add code to the `main` method that, when executed, would violate the invariant that the static type system seeks to maintain.

Hint: It may help you to draw how instances of classes A, B, and C are laid out in memory.

Hint: Java does not check the types of method arguments at runtime.

Write the inserted code here.

Which variable or object field violates the invariant?

Describe in prose how this violated invariant allows you to do something bad.